**Ds day7**

1. **Write a C program to implement infix, prefix and postfix notations for arithmetic expressions using stack:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <ctype.h>

#define MAX 100

char stack[MAX];

int top = -1;

void push(char c) {

stack[++top] = c;

}

char pop() {

return stack[top--];

}

int precedence(char c) {

if (c == '+' || c == '-') return 1;

if (c == '\*' || c == '/') return 2;

return 0;

}

void infixToPostfix(char\* infix, char\* postfix) {

int i = 0, j = 0;

while (infix[i]) {

if (isalnum(infix[i])) postfix[j++] = infix[i];

else if (infix[i] == '(') push(infix[i]);

else if (infix[i] == ')') {

while (top != -1 && stack[top] != '(') postfix[j++] = pop();

pop();

} else {

while (top != -1 && precedence(stack[top]) >= precedence(infix[i]))

postfix[j++] = pop();

push(infix[i]);

}

i++;

}

while (top != -1) postfix[j++] = pop();

postfix[j] = '\0';

}

void reverse(char\* exp) {

int n = strlen(exp);

for (int i = 0; i < n / 2; i++) {

char temp = exp[i];

exp[i] = exp[n - i - 1];

exp[n - i - 1] = temp;

}

}

void infixToPrefix(char\* infix, char\* prefix) {

reverse(infix);

for (int i = 0; infix[i]; i++) {

if (infix[i] == '(') infix[i] = ')';

else if (infix[i] == ')') infix[i] = '(';

}

infixToPostfix(infix, prefix);

reverse(prefix);

}

int main() {

char infix[MAX], postfix[MAX], prefix[MAX];

printf("Enter infix expression: ");

scanf("%s", infix);

infixToPostfix(infix, postfix);

infixToPrefix(infix, prefix);

printf("Postfix: %s\n", postfix);

printf("Prefix: %s\n", prefix);

return 0;

}

Output:
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1. **Write a C program to check if the parentheses in an expression are balanced using a stack. Extend the program to handle multiple types of parentheses (e.g., {}, [], ()):**

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

#define MAX 100

char stack[MAX];

int top = -1;

void push(char c) {

if (top < MAX - 1) {

stack[++top] = c;

}

}

char pop() {

if (top >= 0) {

return stack[top--];

}

return '\0';

}

bool isEmpty() {

return top == -1;

}

bool isMatchingPair(char opening, char closing) {

if (opening == '(' && closing == ')') return true;

if (opening == '{' && closing == '}') return true;

if (opening == '[' && closing == ']') return true;

return false;

}

bool areParenthesesBalanced(const char\* expression) {

for (int i = 0; expression[i]; i++) {

char current = expression[i];

if (current == '(' || current == '{' || current == '[') {

push(current);

} else if (current == ')' || current == '}' || current == ']') {

if (isEmpty() || !isMatchingPair(pop(), current)) {

return false;

}

}

}

return isEmpty();

}

int main() {

const char\* expression = "{[()]}";

if (areParenthesesBalanced(expression)) {

printf("The parentheses are balanced.\n");

} else {

printf("The parentheses are not balanced.\n");

}

return 0;

}

Output:
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1. **Write a program to evaluate a postfix expression using a stack. The program should handle basic arithmetic operators (+, -, \*, /):**

#include <stdio.h>

#include <stdlib.h>

#include <ctype.h>

#define MAX 100

typedef struct Stack {

int top;

int items[MAX];

} Stack;

void initStack(Stack\* s) {

s->top = -1;

}

int isFull(Stack\* s) {

return s->top == MAX - 1;

}

int isEmpty(Stack\* s) {

return s->top == -1;

}

void push(Stack\* s, int item) {

if (!isFull(s)) {

s->items[++(s->top)] = item;

}

}

int pop(Stack\* s) {

if (!isEmpty(s)) {

return s->items[(s->top)--];

}

return -1; // Error value

}

int evaluatePostfix(char\* expression) {

Stack s;

initStack(&s);

int i = 0;

while (expression[i]) {

if (isdigit(expression[i])) {

push(&s, expression[i] - '0');

} else {

int val2 = pop(&s);

int val1 = pop(&s);

switch (expression[i]) {

case '+':

push(&s, val1 + val2);

break;

case '-':

push(&s, val1 - val2);

break;

case '\*':

push(&s, val1 \* val2);

break;

case '/':

push(&s, val1 / val2);

break;

}

}

i++;

}

return pop(&s);

}

int main() {

char expression[MAX];

printf("Enter a postfix expression: ");

fgets(expression, sizeof(expression), stdin);

printf("Result: %d\n", evaluatePostfix(expression));

return 0;

}

output:

![](data:image/png;base64,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)

1. **Write a C program to solve the Tower of Hanoi problem using recursion:**

#include <stdio.h>

void towerOfHanoi(int n, char from\_rod, char to\_rod, char aux\_rod) {

if (n == 1) {

printf("Move disk 1 from rod %c to rod %c\n", from\_rod, to\_rod);

return;

}

towerOfHanoi(n - 1, from\_rod, aux\_rod, to\_rod);

printf("Move disk %d from rod %c to rod %c\n", n, from\_rod, to\_rod);

towerOfHanoi(n - 1, aux\_rod, to\_rod, from\_rod);

}

int main() {

int n = 3; // Number of disks

towerOfHanoi(n, 'A', 'C', 'B'); // A, B and C are names of rods

return 0;

}

Output:
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